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Abstract—Novice programming is a challenging subject to
both the students and the educators. A novice programmer
is required to acquire new knowledge to solve a problem
and propose a solution systematically. This is followed by
constructing the solution in a development environment that
they are unfamiliar with. This research looks at the chal-
lenges faced by a novice programmer and the online methods
that are popular to assist the students. Online block pro-
gramming is a popular option. One of the software that had
been implemented in the various research project is Scratch.
From the reviewed research, it shows that the trend is moving
towards an intelligent tutoring system, where students can
have personalized engagement for their learning experience.
This paper presents a systematic review conducted using the
keywords “’novice programming”, ”introductory”, ”CS1”,
“difficulties”, ”’challenges”, and “’threshold concepts”. From
the review conducted, it is observed that most of the work
is carried out to ease the implementation of the solution
through an integrated development environment, and block
programming. On the support for instructors, the discussion
on curriculum and challenges in CS1 tops the chart. This is
followed by active learning through online tools.

Keywords—educational technology, computer science educa-
tion, engineering education

1. Introduction

Novice programming is considered as the first pro-
gramming subject taken by a student. This student will
be referred to as a novice programmer in this paper. Pro-
gramming is a challenging subject from a few dimension.
Firstly, students are required to dissect a set of problem
and propose solutions that might be able to solve the
problem. The solution may be easy when described in
human terms and words; however, it may be challenging
when needed to be phrased in a way that the computer
can understand and execute. In order, for the students
to implement the solution, they will need to learn to
“talk” to the computer, using a new language. Normally,
the new language requires the students to be expressed
using a new tool. Therefore, it is not surprising to observe
that novice programming classes have about 30% to 50%
failure rate [1], [2], [3]. From personal observation, the
average percentage is between 40% and 50%, when con-
sidering both the withdrawal and failure rate. When only
considering the failure rate, it is between 30% and 33%.
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Studies have shown that one of the most effective ways to
have a higher passing rate is to have a small class where
discussion towards the different effort to teach and learn
programming can take place [3], [4]. However, having
small class size is challenging as universities continue to
cut on resources, and the class size continues to grow.

This paper will first look into the literature review
concerning challenges in novice programming. This will
then be followed by the method used for the literature
review. The challenges are then categorized. Results and
discussion will present the prominent findings from this
literature review that are related to online tools. One of the
main areas of interest for the most researcher is the support
for students through block programming. There are a few
online tools available. Next, the work on using online
technology to overcome the challenge of engagement in
big class size will be discussed. Finally, the conclusion
and future work will be presented.

2. Literature Review

2.1. Challenges in Novice Programming

All of the papers reviewed suggest that students need
to solve problems in a novice programming classes. They
need to then implement the proposed solution in a devel-
opment environment. There are three main technical chal-
lenges to a novice programming course. The challenges
are listed below:

1) Propose a solution to the problem,

2) Construct the solution in a formal manner

3) Implement the solution using a new tool (i.e. the
development environment).

In order to propose the solution and construct the
solution in a formal order, the suitable steps arranged in
the correct order are important [5]. Having formalized the
solution, the students would need to implement it in a
tool that is new to them. When considering each of the
challenges as steps a student needs to go through before
proposing a solution, they are all considered as higher
order thinking activities.

There are various methodology to support the software
development life cycle (SDLC) [6]. One of the earliest
methods is the waterfall model. The waterfall model was
designed to develop a large system and has its drawbacks
of users not able to identify all the required requirements,



and developers fail to see the effort and complication of
development. However, the waterfall model had been the
basic model for other development like prototyping, agile
programming, and rapid application development. For the
purpose of this paper, the general term SDLC will be
used to refer to the development phases. The steps for
development are:

1) Planning and defining requirement analysis
2) Designing the solution

3) Implementing the formalized solution

4) Testing the solution

5) Documentation and Deployment

Most novice programming classes include the plan-
ning, designing, implementing and testing phase [7]. As
the projects for novice programming are small, students
may repeat the implementing, and testing phase repeat-
edly, and when needed the design phase again.

3. Methodology

A systematic review was conducted using the key-
words “novice programming”, “CS1”, "introductory pro-
gramming”, “threshold concepts”, “difficulties”, and
“challenges”. Database searched are mainly from the As-
sociation for Computing Machinery (ACM), Institute of
Electrical and Electronics Engineers (IEEE). The articles
were published between 1998 and 2018. The articles are
then categorized according to the phases in the waterfall
model as well as the pedagogy support for the instructor.
When possible, a paper will be marked in one category.
However, if the focus area of multiple sections, then
multiple categories will be checked. The description for
each of the development phase are as follows:

1) Problem abstraction and solution proposal

2) Formalizing the solution

3) Implementing the formalized solution through
tools support

4) Testing the implemented solution

5) Documentation and submission of work

Apart from looking at the need of the students. The
support for the instructor is also given attention. The sup-
port for instructors is divided into the following categories:

1)  Active learning through tools

2) Active learning without using tools

3) Assessment tools

4) Curriculum and Threshold Concepts

5) Collaborative learning and other pedagogy ideas

The word tools in the support for the instructor over-
laps with the tools in the development phase. Tools to
implement the solution are applicable to both categories.
For a paper that covers both pedagogy with the support
of an implementation tool, then the ”x” will be marked
at the implementation tool column. If the tool is not
an implementation tool, for example, an iPad, blended
learning, or online tools, then the ”x” will be marked at the
pedagogy support column. If a tool is used to investigate
certain ideas, but most of the discussion in the paper is not
about the impact of the tools but on the idea, alongside
with other methods, then the ”x” will be marked at the
pedagogy support. To the best possible, each paper will
be assigned to the column most relevant to its content.

TABLE 1. PAPERS MAPPED TO THE DEVELOPMENT PHASE

Development Phase Pubh_
References cation

for CS1 Count

Problem abstraction

and solution Proposal 0 (0%

Formalizing the

solution 0 (0%)

Error Messages [8] [9] [10] [11] (2076%)

New Programming [12] [13] [14] [15] [16] [17] 20
Environment [18] [19] [20] [21] [22] [23] (58.8%)

Hands On Project/ [24] [25] [26] 5

Robot (14.7%)
Testing the 1
implemented solution (2.9%)
Documentation & 1
Submission of Work 2.9%)

TABLE 2. PAPERS MAPPED TO THE SUPPORT FOR INSTRUCTOR

Publi-
Support for Instructor References cation

Count
Active learning [é;]] [éi]] [éz]] [[32?][3%} ][3[%] 23
through tools (24.0%)

[38] [39] [40] [41]

Active learning [42] [43] [44] [45] [46] [5] 11

without using tools (11.5%)
Assessment tools [47] [48] [49] [50] [51] [52] (11115%)
Curriculum and [53] [54] [7] [55] [56] [57] 24

Threshold Concepts [58] [59] (25.0%)

[60] [61] [62] [63] [64] [65] 27

Other pedagogy ideas [66] [3] [67] [68] (28.1%)

4. Results

The papers analyzed are between 1998 and 2018.
There are not so many papers returned for the year 2017
and 2018. The peak three years are between 2013 and
2015. This is followed by 2010, 2012, and 2016. When
listing the references for each of the categories, only
publications in the last five years, starting from 2013 are
listed. 34 papers were mapped under the development
phase, and another 98 were mapped under the support
for instructor.

When categorizing the focus area of each reviewed
paper according to the software development phase, most
of the papers focused on the implementation phase. The
main idea here is to simplify the process of implemen-
tation through enhanced integrated development environ-
ment (IDE), minimizing syntax errors when typing the
code through block programming, and increasing students’
interest through hands-on projects. Please see Table 1 for
more information.

When looking into support for the lecturer, it is ob-
served that most of the work done in a single area is in
relation to the curriculum and the threshold concepts of
csl (25.8%). This is followed by active learning through
tools at 24.7%. Other pedagogy ideas that stands at 28.1%
includes various methods like self-regulated learning, pair
programming, social learning, mental model, etc. Please
see Table 2 for more information.



5. Discussion

From the result of 34 publications that are directly
related to a specific phase in the development cycle, 32 of
them concern the implementation of the solution. Almost
no research or support was explicitly designed to support
the other phases in the development cycle, which is the
main focus in novice programming environment. Novice
programming environment involves the development of
block programming and the enhancement of IDE by mak-
ing error messages more understandable. On the other
hand, as for the support for instructors, the most focused
area is active learning through tools engagement. One of
the trends observed in this category is the use of online
tools to support the teaching and learning activities. Ex-
amples of tools include generation of questions, intelligent
tutoring system, and blended learning. For the following
discussion, the focus would be on tools that support block
programming and intelligent tutoring system.

5.1. Novice Programming Environment

Novice programming environment covers the various
initiative to make novice programming easier. In a con-
ventional system, the student would need to translate the
formalized solution to codes that need to be typed in either
through an IDE or a text-based interface. This proves to
be challenging as the student faces problems with the
syntax [10]. By using the drag-and-drop interface in block
programming, this completely eliminates the syntax error
[19], [34], and students only need to concentrate on the
structure and logic of the program. From the twenty arti-
cles reviewed, there were about twenty programming en-
vironment identified. However, some of the environments
are not included in Figure 1 as: the authors did not manage
to find the tool online for verification or the tools are de-
veloped to support learning through visualization, but not
making a change in the way the program is implemented.
The examples are Jeliot (http://cs.joensuu.fi/jeliot/) and
Jeeroo (http://home.cc.gatech.edu/dorn/jeroo).

Firstly, the genre of tools will be discussed. Most of
the tools allow the students to creatively develop their
application except Gidget. Gidget is similar to "Hour of
Code” where students are provided with a set of online
games (exercises) to understand the fundamentals of the
programming structure. Upon completion of all the re-
quired level, the level designer will be enabled where
students can create their own levels and share it with
other users [69]. Game development is the most popular
genre. Game development motivates students participa-
tion in CS1. They are able to create, play own games,
and evaluate games from their peers. The second most
popular genre is narrative. Narrative allows the user to
create stories. These tools are also able to create some
simple games. Hence, the genre “Narrative/Game”. The
category application is given to tools that also supports
other application apart from narrative and game.

Most of the tools identified are available for free. Only
three tools have the “pay option”. They are Construct2,
GameMaker, and GameSalad. Even professionals can use
these tools to develop games for sale. Not all of them are
online tools. About 50% of the tools are available online
and the other 50% requires users to download the IDE

for offline development. The advantage of using the tool
online is no setup is required. The student only needs to
register and login via the web interface to work on their
project. Automatic step by step tracing helps the students
to visualize the impact of each line of code. This feature is
provided by Scratch. Using Scratch each execution step in
highlighted in the workspace. Snap! highlights the whole
block of codes that is currently active. It does not go
through each of the individual lines of code (or in this
case lines of blocks). As for other tools, the current active
code will not be shown when the program run.

One of the debates in the curriculum of CS1 is the
imperative first vs. object first concept [70]. Many institu-
tions introduce the Object Oriented Programming (OOP)
concepts even in the imperative first concept. Therefore,
it will be helpful if some of the OOP concepts like Ab-
straction, Polymorphism, Inheritance, and Encapsulation
(APIE), can be included in the tool. The tools that are
marked with “support OOP” introduces the concept of
class and objects or instances. The objects created can
be customized values can be assigned to their properties.
The objects have defined methods that can be called for
execution. Greenfoot even visualizes the class diagram as
part of the development interface.

When reviewing the development method, the tools
are grouped into drag and drop method (also commonly
known as the block-based programming) or text-based
method. The former comes with the advantage of zero syn-
tax error. There will be no worry of a missing semicolon,
misplaced curly brackets, misplaced bracket, using the
wrong keywords, etc. Students can drag the relevant block,
and configure the parameters within the block. However,
one major challenge is the industry does not program with
block-based programming. Eventually, the students need
to move on to text-based programming. Most of the text-
based programming required for the listed tools are the
programming of events for a particular object. Most of
the tools which apply the drag and drop method do not
support the transition to text (see Figure 1). However,
there are two tools that the coding methods are labeled
as drag and drop but they support the transition to text
programming. This is because, the blocks are designed to
look like complete programming code, with parameters
that are modifiable. One unique tool is Greenfoot. Green-
foot uses frame-based programming, where the codes are
typed. However, they are grouped according to blocks,
for example, if-block, while-block, etc. It is not possible
to drag and drop a block to part of the code that it is
syntactically not supposed to be. The tool is between
block-based programming and text-based programming.

From the list of tools listed, Scratch is the most
popular, with seven publications. This is followed by App
Inventor with 3, Alice, Game Salad, Blue] and Raptor
have 2 publications each. However, I believe the trend
will change for the future. Scratch is good tool to in-
troduce the basic concepts. This is suitable to introduce
problem-solving skills to high school students, or even as a
workshop for a novice programmer. A novice programmer
will eventually progress on to higher level programming
subject, and be developing actual applications. Therefore,
it is important for the tool to support the transition to text-
based programming, and the development of the various
applications. Having reviewed the tools, we would pro-
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Applnventor http://appinventor.mit.edu/explore/ Application Free Yes | No | Yes |DD Yes
Construct 2 https://www.construct.net/ Game Development | Free/Paid Yes No | Yes |Text No
GameMaker https://www.yoyogames.com/gamemaker |Game Development | Free/Paid No No | Yes |Text Yes
GameSalad https://edu.gamesalad.com/ Game Development | Free/Paid No No | Yes |DD No
Gidget https://www.helpgidget.org/ Game Development Free Yes | No No |Text Yes
Greenfoot
(continuation of
Blue J) https://www.greenfoot.org/door Application Free No No | Yes |Frame Yes
Looking Glass https://lookingglass.wustl.edu/ Narrative/Game Free No No | Yes |DD No
Pencilcode https://pencilcode.net/ Narrative/Game Free Yes No No |DD No
Raptor https://raptor.martincarlisle.com/ Application Free No | Yes | Yes |DD&Text | No
Scratch https://scratch.mit.edu/ Narrative/Game Free Yes | Yes No |DD No
Snap! https://snap.berkeley.edu/ Application Free Yes | No | Yes |DD No
Tululoo http://www.tululoo.com/ Game Development Free No No Yes |Text Yes

Figure 1. Development tools reviewed

pose App Inventor and Greenfoot. Among the two, Green-
foot will be the preferred choice, as it allows students to
type the code while limiting the potential syntax errors.

5.2. Intelligent Programming Tutors

An Intelligent Programming Tutor (IPT) is defined as
an intelligent tutoring system that is specifically created
for programming education [34]. The purpose of the cre-
ation of such tools is to provide computer-assisted learning
with adaptive or personalized features. IPTs can be a
useful tool in novice programming education because a
learner can learn at his own pace in a one-to-one tutoring
setting and still get personalized assistance offered by
an IPT with similar outcome or benefits as compared to
human tutoring [71].

Pillay [72] analyzed several IPTs in 2005 and devel-
oped a generic architecture for the development of IPTs.
The analysis of IPTs mentioned in [72] identified the
five main functions, which include presentation and ex-
planation of programming concepts, provision of different
programming problems for learning purposes, assistance
to help students to solve various programming problems,
assessment of students’ programming quality as well as
assistance to debug programs for semantic errors.

iSnap [20] is an IPT that offers on-demand, next-step
hints to novice programming students. It is an extension to
the Snap! Novice Programming Environment (NPE). The
hints are generated using Contextual Tree Decomposition
(CTD), a data-driven algorithm. Students’ solutions are
recorded and used as data to provide recommendations
and hints for future students’ attempts. On-demand hints
will only be provided if a student selects to ask for a
hint via a Help button. The pilot study discovered several
challenges, including students’ bottom-up programming
behavior, over-reliance on help and difficulty understand-
ing the ideas behind the hints.

Hooshyar et al. [73] applied a flowchart-based IPT to
improve problem-solving skills of novice programmers.
The authors argue that there are three advantages: Firstly,
the process of problem-solving is emphasized. Secondly,
it enables learners’ engagement by providing an inter-
active problem-solving environment. Thirdly, Bayesian
Networks is used to assist the students’ learning progress.
44 students tested the system and the overall experience
was positive. Improvement in problem-solving skills can
be observed in the outcome.

The above examples are by no means exhaustive.
However, common attributes can be observed in these
examples: problem-solving skills have been the common
focus in these IPTs. Also, the use of an algorithm and
machine learning can also help to make these tools more
useful and effective in helping novice programmers to
learn programming. More importantly, submitted answers
and attempts are a good source of information that can be
used to train the models needed in these IPTs. Particularly
the weaker students who need more time and guidance,
such IPTs may be helpful for them to learn at their own
pace.

6. Conclusion and Future Work

The paper reviewed about 130 articles from the past
20 years and concluded that

1) most of the research in supporting novice pro-
gramming focused on the implementation of new
programming environments that either simplify
the mechanism of solution implementation, en-
hance students understanding on the code through
output visualization or memory visualization, or
increase students’ interest to the subject by cre-
ating narrative and games.

2) in order to support the instructor, various work
on curriculum and pedagogy had been conducted,



especially in the area of active learning with tool
support

3) in order to overcome the issue of increasing
student and staff ratio, intelligent programming
tutors are implemented to support the learning
needs of students.

For future work, it will be interesting to see

1) new programming environment to further support
other development phases like solution design,
and documentation.

2) further development of the intelligent program-
ming tutors to engage students learning
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